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摘要

设计模式可以用来解决软件设计过程中反复出现的问题，并且使

用设计模式，可以有效地提高软件的可复用性，可靠性和可维护性。

本文介绍了设计模式的定义、描述方法、意义、分类以及程序设

计语言与设计模式的关系；分析了Observer模式和Visitor模式存

在的不足，并利用高级程序设计语言的新特性进行改进；分析了

Strategy模式存在的不足，并结合Abstract Factory模式，对其进

行优化。最后，提出了一个设计模式选取策略模型，并以实例说明如

何应用此模型在设计中选取合适的设计模式。

关键词：设计模式，模式改进，模式选取策略



ABSTRACT

Design patterns are effective solutions to common problems in

Sottware Development．They are used to improve software reusability,

reliability and maintainability．

The article introduces the definition,deseription approach,

significance and classification of the design patterns as well as the

relationship between Advanced Programming Language and design

paRems．The shortcomings of Observer Pattern and Visitor Pattern are

identified in this article．Both can be improved by adopting new features

of Advanced Programming Language．Shortcomings of Strategy Pattern

are also pointed out in this article and they call be improved by

combining it with Abstract Factory Pattern．In the end this article

proposes a design pattem selection model to guide paaem selection in

sol,rare design,and exemplifies how to use it to select a suitable design

pattem．

KEY WORDS：design pattern,design paRem improvement,design

pattem selection
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1．1研究背景

第1章绪论

随着计算机技术和软件开发技术的不断发展，软件开发中的问题也不断出

现，存在着许多低效率、高成本的因素。为了解决这些长期困扰软件业从业人士

的问题，提高软件生产的效率和质量，人们不断地探索新的解决途径。从20世

纪70年代提出用软件工程的思想解决软件危机以来，学术界以及工程界付诸了

许多的努力试图找到解决问题的“银弹”“1，从极限编程方法到Rational的RUP

(Rational Unified Process)方法，但从实际的效果来说，都没有达到这一目

的．Fred Brooks在1987年发表的‘没有银弹》这篇论文中强调真正的银弹并

不存在，这篇经典论文的核心论述通常被解释为复杂的软件工程问题无法靠简单

的答案来解决。虽然没有“银弹”，却不意味着我们无法提高软件开发的效率和

质量。基于构件的软件复用是当前软件工程的热点之一，这种方法可以有效的复

用已有的构件(如控件、类库、函数库、需求分析、设计文档等)．复用可以避免

重复设计，提高开发效率；复用可以增强开发产品的可靠性、提高软件质量；复

用可以培养客户的使用习惯，减少培训客户的代价．那么怎样实现有效的复用，

设计模式是一种有效的手段．

1．设计模式的提出

程序设计的规模和复杂度不断增加，尤其是对于软件的可复用性和可维护

性的要求越来越高，使得程序设计开发面临巨大挑战，而设计模式作为解决程序

开发过程中问题的一种有效手段被提了出来．

模式是指在一个特定的背景下反复出现问题的解决方案，它是经验的文档

化．在各种设计(建筑、机械、软件等)中，经验是非常重要的，好的经验可以指

导我们的工作，节约我们的时间；而坏的经验则可以给我们以借鉴，从而减少失

败的风险。但是经验仅仅是工作的积累，很难被记录和传授。为了解决这个问题，

建筑学家Alexander首先提出了。模式”的概念“．Alexander指出，模式是一

个出现在世界上的实物，同时也是一条规则，告诉你应该如何创建一个实物、应

该在何时创建。它既是过程，也是实物；既是对当前实物的描述，也是对创建实

物的过程的描述．后来模式这个概念逐渐被计算机科学所采用。ErichGamma，R

ichardHelm,Ralph Johnson和John Vlissides出版了重要著作《设计模式一

可复用面向对象软件的基础》．该著作给出了模式的最初分类，他们四人后来就

被称作“60F”四人组。

在面向对象的抽象层次上，设计模式是用来描述在特定的场景中解决一般
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设计问题的类和对象。设计模式确定了所包含的类和实例、协作方式和职责分配。

随着软件工程的发展，面向对象的编程思想已得到了广泛的认可。而伴随

着面向对象编程思想的发展，设计模式已成为软件工程中一个不可缺少的工具。

目前，设计模式在计算机领域的影响已经超过了在建筑界的影响。

软件体系结构的设计模式描述了在特定环境中重复出现的设计问题，并为

这种问题提供了一个被证明良好的一般计划。设计模式可以用来构建具有特定属

性的软件体系结构。恰当的利用模式来指导软件结构设计，能够起到事半功倍的

作用，不仅缩短软件设计和实现的周期，还可以提高软件的重用性、移植性。

2．设计模式的国内外研究现状

设计模式的研究最早要追溯到八十年代初，那时，Smalltalk是最流行的面

向对象语言，而C++还处在刚起步阶段，同样在这一时期，结构化编程思想是主

流，而面向对象的编程思想还并不被看好．编程框架在当时很流行，随着框架的

发展，设计模式开始出现。被引用频率最高的框架是Model-View-Controller，

它将用户接口问题分解成三部分：数据模型、视图和控制者，这正体现了设计模

式的优点．

设计模式正式被提出的标志是Gamma。Helm，Johnson和Vlissides的经典著

作‘设计模式一可复用面向对象软件的基础》．随着这本书在1995年的出版，设

计模式的研究状况开始出现了一个高潮。

设计模式的正式研究历史也就十多年，是一个新兴的研究领域，同时也是

一个热点研究领域。设计模式起源于国外，目前的主要研究工作是在国外展开．

现在，国外的软件工程界正在把设计模式应用于软件体系结构、设计、编码和开

发的过程和组织中去，其理论成果主要体现在从1994年开始的“程序设计模式”

年会论文集中Ⅲ．国内对于设计模式的研究和应用时间都很短，尚属起步阶段．

当前，国内外针对设计模式的研究工作主要集中在以下几个方面嘲：

(1)新设计模式的发现与研究

每年国际上都举办包括PloP，ECOOP等在内的学术会议对设计模式进行讨

论，人们正在各个领域总结设计模式，如通信领域、Web开发领域。设计模式与

其他面向对象技术的关系也是当前研究的热点。

(2)设计模式的应用及具体化

虽然设计模式有很多，并且设计模式的提出也是针对所有领域的，但在使

用时，并不是所有的模式都可以拿来直接应用，需要对它进行改进，才能更加适

合于该应用，所以设计模式的应用和改进也是当前研究的热点。

(3)模式的组织和索引

面对模式数量的增长，需要一种合适的覆盖所有模式的组织方法，并对其
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中的模式提供一个索引，建造一个可以有效的支持高质量软件开发的真正成熟

的模式系统。

(4)形式化模式

人们提出了两类设计模式结构的描述方法，即图示化方法和形式化数学表

示法，目前的研究趋势是将这两类方法逐步靠拢。

(5)设计模式的使用自动化和设计模式支持工具。

(6)设计模式和其他面向对象技术的关系。

在我国，关于设计模式的研究相对滞后，而且多为己有设计模式的应用讨

论，同样，国内有关设计模式的书籍也大都为译作。从这点看来，要赶上世界上

软件发达的国家，我们还有很长的路需要走。但是随着设计模式在中国的应用越

来越广泛，国内的开发人员必将更多的参与到应用设计模式的项目开发中。随着

大师们的设计模式思想逐渐深入人心，中国设计模式的研究也必将走上新的台

阶．

1．2研究内容

1．设计模式的定义、意义和常用设计模式

将以往的设计经验总结出来用于解决新的设计问题，这些设计经验就是设计

模式。但不是所有的经验总结都可以成为设计模式，设计模式一般应具有4个基

本要素：

●模式名称(pattern name)：它用一两个词来描述模式的问题、解决方案

和效果。

●问题(problem)：描述应该在何时使用模式．

●解决方案(Solution)：描述设计的组成部分，它们之间的相互关系及各

自的职责和写作方式。

●效果(consequences)；描述模式应用的效果及使用模式应权衡的问题．

人们如此热衷于研究设计模式，是因为它能给我们的设计带来帮助，也就是

说，设计模式为设计者交流讨论、书写文档以及探索各种不同设计提供了一套通

用的设计词汇．学习这些设计模式将有助于我们理解已有的面向对象系统，提高

我们的设计水平，最重要的是设计模式能够有效的支持变化，增强设计的可复用

性，提高软件设计的效率和可靠性。

一般，我们将设计模式划分为创建型、构造型和行为型三类模式。本文选取

了一个模式按照描述模式的方法从模式的意图、动机、适用性、参与者、效果、

实现、代码示例这几个方面进行介绍．

2．设计模式与程序设计语言的关系
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模式本身是不依赖于编程语言(与之相反，语法是编程语言特有的)．但是

不同的语言有各自的特点，本文以Observer模式和Singleton模式为例，比较

同一模式采用不同编程语言的实现方式和实现效果，印证了在不同应用场合选择

适合的编程语言的必要性。同时，也从侧面说明模式的重要性，以至于不断发展

的高级程序设计语言把经过验证的设计模式集成到了语言本身中，或者设计新的

特性来更好的完善和实现模式。

3．设计模式的改进

设计模式是对以往设计经验的总结，那么随着实践的深入，我们会不断地发

展已有的设计，解决其中的缺陷和不足，总结经验，形成新的设计模式。我们利

用c#等高级语言的反射机制解决了Visitor模式违反面向对象程序设计的开闭

原则的不足；利用C#的delegate机制使Observer模式获得更大的灵活性；通

过引入Abstract Factory模式对Strategy模式进行改进，解决了其违反封装性

原则的不足．

4．如何应用设计模式

提出一个如何在设计中选用设计模式的模型，以帮助提高软件项目应对变化

的能力。主要内容包括：(1)选取模式的规则和设计模式的选取策略；(2)以一

个软件项目为例，阐述了在该项目中使用了哪些设计模式，选取的策略以及实现

手段。

1．3论文组织结构

本论文共分为六章，各章的主要内容如下

第一章、绪论：本章首先介绍了研究的背景，指出研究设计模式的重要性，

其次介绍了本课题的主要研究内容，最后介绍了论文的主要内容与组织结构。

第二章、设计模式：本章主要介绍了设计模式的定义、意义、描述方法及

分类，并选取了Factory Method加以介绍．

第三章、程序设计语言与模式：本章对Observer模式和Singleton模式在

不同的程序语言下的实现方式加以比较，说明了模式和程序设计语言相辅相成、

互相促进的关系，以及在不同应用场合选择适合的编程语言的必要性。

第四章、设计模式的优化：本章分析了Visitor模式、Observer模式和

Strategy模式的不足之处，并对它们进行了改进。

第五章、设计模式在软件设计中的应用：本章提出了一个设计模式的选取

策略，并通过一个实际的软件项目应用，迸一步解析了设计模式的选取问题。

第六章、总结与展望：本章对本文所作的工作进行了总结，指出尚存在的

问题与不足，对以后工作进行展望。

4
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2．1什么是设计模式

第2章设计模式

模式是一种方案，利用这种方案，我们可以完成某项工作；模式也是一种途

径，通过这种途径，我们可以达到某个目的；同时，模式也是一种技术，我们必

须获取并利用有效的技术。设计模式也是一种模式，是一种完成某个目的或构思

的方案．它要求使用某种面向对象提供的类及相关机制嘲。

一般而言，一个模式有四个基本要素。

1．模式名称(pattern name)：它一个助记名，用一两个词来描述模式的问

题、解决方案和效果．模式名可以帮助我们思考，便于我们与其他人交流设计思

想及设计结果。

2．问题(problem)：它描述了应该在何时使用模式，解释设计问题和问题

存在的前因后果；它可能描述了特定的设计问题，如怎样使用对象表示算法等；

也可能描述了导致不灵活设计的类或对象结构。有时候，问题部分会包括使用模

式必须满足的一系列先决条件。

3．解决方案(solution)：描述了设计的组成部分，它们之间的相互关系及

各自的职责和协作方式。因为模式就像一个模板，可应用于多种不同场合，所以

解决方案并不描述特定而具体的设计或实现，而是提供设计问题的抽象描述和怎

样用一个具有一般意义的元素组合(类或对象组合)来解决这个问题。

4．效果(consequences)：描述了模式应用的效果及使用模式应权衡的问题。

尽管我们描述设计决策时，并不总提到模式效果，但它们对于评价设计选择和理

解使用模式的代价及好处具有重要意义，软件效果大多数关注对时间和空间的衡

量，它们也表述了语言和实现问题．因为复用是面向对象设计的要素之一，所以

模式效果包括它对系统的灵活性，扩充性或可移植性的影响．

2．2使用设计模式的意义

根据我们日常使用设计模式的经验，我们认为它将在以下几个方面对面向对

象软件的设计方式产生影响．

(1)设计模式使我们得到一套通用的设计词汇

设计模式为设计者交流讨论、书写文档以及探索各种不同设计提供了一套通

用的设计词汇。设计模式使我们可以在比设计表示或编程语言更高的抽象级别上

谈论一个系统，从而降低了其复杂度。设计模式也提高了我们的设计及讨论这些
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设计的层次。

(2)设计模式是书写文档和学习的辅助手段

了解各种设计模式可使我们更容易理解已有的系统。大多数规模较大的面向

对象系统都使用了这些设计模式。

设计模式也能提高我们的设计水平．它们为我们提供一些常见问题解决方

案，而且，按照一个系统的使用模式来描述该系统可以使其他人理解起来容易得

多，否则就必须对该系统进行逆向工程来弄清其使用的设计模式。

设计模式是现有方法的补充。面向对象设计方法可以用来促进良好的设计，

以及对设计活动进行标准化。一个设计方法通常定义了一组(常常是图形化的)

用来为问题各方面进行建模的记号(notation)，以及决定在什么情况下以什么

样的方式使用这些记号的一组规则。设计方法通常描述一个设计中出现的问题，

如何解决这些问题，以及如何评估一个设计。

一个成熟的设计不仅要有设计模式，还可有其他类型模式，如分析模式、用

户界面设计模式，或者性能调节模式．但是设计模式是最主要的部分．

(3)设计模式可以支持变化，增强设计的复用性

获得最大限度复用的关键在于对新需求和已有需求发生变化时的预见性，要

求我们的系统设计要能够相应地改进。

为了设计适应这种变化、且具有健壮性的系统，我们必须考虑系统在它的生

命周期内会发生怎样的变化。一个不考虑系统变化的设计在将来就有可能需要重

新设计．这些变化可能是类的重新定义和实现，修改客户和重新测试。重新设计

会影响软件系统的许多方面，并且未曾料到的变化总是代价巨大的。

设计模式可以确保系统能以特定的方式变化，从而帮助我们避免重新设计系

统。每一个设计模式允许系统结构的某个方面的变化独立于其他方面，这样产生

的系统对于某一种特殊变化将更健壮。

2．3设计模式的描述

设计模式的描述方法有自然语言描述法、统一标记语言(uML)描述法、形式

化语言描述法等。自然语言描述法比较简单、方便，但在现实与设计之间的过渡

描述不够流畅。对象建模技术(ogr)描述法是利用类图和对象图对设计模式中

的类、实例以及整体模式结构进行图形描述的方法，而UML是在OMT基础上进一

步发展起来的，其描述更加清晰和统一，符合大部分软件设计人员的习惯，也便

于设计人员的理解和应用。形式化语言主要包括DisCo、LePUS、Lay伽、ADv／

ADO、CDL、PDL、PDSP等，其中DisCo侧重于描述设计模式中参与者的交互行

为．

6
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按‘设计模式——可复用面向对象软件的基础》一书中描述设计模式的方法，

每一个模式根据以下的模板被分成若干部分．模板具有统一的信息描述结构。

(1)模式名：模式名简洁的描述了模式的本质。

(2)意图：是回答下列问题的简单陈述：设计模式是做什么的?它的基本原

理和意图是什么?它解决的是什么样的特定设计问题?

(3)别名：模式的其他名称．

(4)动机：用以说明一个设计问题以及如何用模式中的类、对象来解决该问

题的特定情景．

(5)适用性：什么情况下可以使用该设计模式?该模式可用来改进哪些不良

设计?怎样识别这些情况?

(6)结构：采用基于对象建模技术(0MT)的表示法对模式中的类进行图形

描述。我们也使用了交互图来说明对象之间的请求序列和协作关系。

(7)参与者：指设计模式中的类或对象以及它们各自的职责。

(8)协作：模式的参与者怎样协作以实现它们的职责。

(9)效果：模式怎样支持它的目标?使用模式的效果和所需要做的权衡取

舍?系统结构的哪些方面可以独立改变?

(10)实现：实现模式时需要知道的一些提示、技术要点及应避免的缺陷，

以及是否存在某些特定于实现语言的问题。

(11)代码示例：该模式的示范性的代码片断。

(12)已知应用：实际系统中已经发现的模式的例子。

(13)相关模式：与这个模式紧密相关的模式有哪些?其间重要的不同之处

是什么?这个模式应与哪些模式一起使用?

2．4设计模式的分类

根据设计模式在粒度和抽象层次上各不相同，存在着众多的设计模式，我们

按照模式的目的(即模式是用来完成什么工作的)对模式进行分类，从而更好地

分析和使用模式。模式依据其目的可以分成创建型(Creational)、结构型

(Structural)、行为型(Behavioral)三种．

创建型模式；它与对象的创建有关，如Factory Method模式，Abstract

Factory模式，Prototype模式，Singleton模式等。

结构型模式：用于处理类和对象的组合，如Adapter模式，Bridge模式，

Composite模式，Decorator模式，FaCade模式，Flyweight模式，Proxy模式．

行为型模式：它对类或对象怎样交互和怎样分配职责进行描述，包括

Interpreter模式，Template Method模式，Command模式，Iterator模式，

7
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Mediator模式，Observer模式，State模式，Memento模式，Strategy模式，

Visitor模式。

本文选取创建型的Factory Method模式，按照意图、结构、动机、适用性、

效果、应用和代码示例这几个方面加以介绍。

许多时候，并不希望软件知道它所需要具体化的实例化是哪个类，那么对于

这样的要求我们可以采用以下的工厂方法来实现。

1．意图

定义一个用于创建对象的接口，让子类决定实例化属哪一个类，使～个类的

实例化延迟到其子类。

2．结构

图2-I Fact0I-y Metlmd模式结构图

3．动机及应用实例

有一个采用面向对象构建的信息管理系统。在原始设计中，数据库的连接信

息包括数据库名称、数据库服务器、用户名、密码都保存在注册表里．在主模块

里有一个类负责从注册表中读取这些信息，以实现对数据库的访问。但实际情况

是数据库连接信息的保存方式随操作系统和用户需求的不同而会有所不同，有可

能会保存在ml文件或者ini文件中。如果对于不同的需求，都重新设计相应的

类，显然这样的设计是不可取的。对于这种情况，我们可以采用Factory Method

的模式加以解决。

如图2—2所示，DatabaseInfo定义工厂方法所创建的对象的接口，它提供一

个方法返回由数据库信息生成的连接字符串。PickUp接口就是工厂方法模式中

的Creator，声明了一个工厂方法CreatInfo 0，该方法返回一个DatabaseInfo

类型的对象．XmlPickup实现Pickup接口，它的CreatInfo方法，返回

XmlDatabaseInfo的实例。而XmlDatabaseInfo类实现从ml文件存储的信息中

提取数据，并生成返回数据库所需的连接信息．RegDatabaseInfo类实现从注册

S
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表里存储的信息中提取数据库连接字符串。如果要实现更多的存储方式，只需要

定义一个类实现DatabaseInfo接口。这样就将具体的数据库的提取方式延迟到

子类实现。并且由于接口依赖，需求的变化对系统的影响很小，我们在不改变系

统设计的情况下最大程度实现了系统复用。

图2-2基于Factory Method模式的数据库连接信息结构图

部分实现的代码：

using Systel；

using SysteL hl：／／操作ml文件用到的库

using Microsoft．|in32：／／撵作注册表用到的库

usmespaee Robin

{

p曲lic interface DatabaseInfo

l

string getConStringO：

}

public interface Pickup

{
’

lhtabaselnfo CreatlnfoO：

}

public class XalPickup：Pickup

{

public XmlPickupO

l

}

public Databuselnfo CreatInfoO

{

9
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return new XmlDatabaselnfo()：

)

}

public class RegPickup：Pickup

{

public RegPickupO { }

public DatabaseInfo CreatInfo()

{

return ne-RngDatabaseInfo()：

} }

public class XmlDatabaseInfo：Databaselnfo

(

public XmlDatabaselnf00 { }

public string getConStrin90

{

return getlnfofrcdml()：

}

private string getInfofrcadml0

{

string strInfo；

／／从xml文件中读取连接信息

⋯．／／省略部分代码

return strInfo：

'

}

public class RegDatabaselnfo：Vatabaselnfo

{

public XegDatabaselnfoO {

public string getConStrin90

{

return getlnfofrcdegO；

}

private string getInfofr砷eg()
{

string strlnfo；

／／从系统注腑袁中读取连接信息

⋯．／／省略部分代码

return strlnfo；

)

}

】

启动部分代码：

public class Foml：Systea|indows．Forms．Form

f

lO
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private DatabaseInfo info；

private Pickup pick；

public Forml 0

l

string strcon；

pick=new XmIPickup 0：／／如果想更加灵活的选择提取嚣，可以擞一个抽象工厂方法

info--pick．Cre8tInfo 0：

strcon=info．getConString 0： }

static void liainO l

ApplicatiorL lhn(new Fomi0)：

}

}

}

4．实现及效果

(a)可以采用两种不同的方法来设计Creator．方法一：仅仅声明一个

Creator抽象类或接口并不提供声明的工厂方法的实现。方法二：Creator是一

个具体的类，且为工厂方法提供一个缺省的实现。

(b)使用参数化工厂方法一通过传递一个标识(参数)来指定要创建的产品
的种类。重新定义一个参数化的工厂方法使得可以简单而有选择性的扩展或者改

变一个Creator生产的产品。例如可以为新的产品引入新的标识或将已有的标识

与不同的产品相关联。

(c)在c#和Java等支持反射机制的语言中，可以利用反射机制实现参数化

工厂方法，避免了在构造函数中通过条件判断语句创建指定的产品，降低代码的

复杂性．

(d)使用工厂方法比直接生成对象更灵活．

5．适应性

在下列情况下可以使用Factory Method模式。

(a)当一个类不知道它必须创建的对象的类的时候．

(b)当一个类希望由它的子类来指定它所创建的对象的时候．

(c)当类将创建对象的职责委托给多个帮助子类中的一个。并且系统将哪一

个帮助子类是代理这一信息局部化的时候。

Factory Method模式经常出现在客户代码中，特别是如果我们不希望客户

知道应该对哪个类进行实例化，那么我们可以应用这个模式．在c#语言里，大

量用到了多种设计模式(这个在后面的章节也会谈到)，c}}的迭代器就运用了工

厂模式，使得客户在使用迭代器时并不需要知道应该要对哪一个实例化。另外，

在获取数据库连接信息的例子，为了适应系统可能发生的变化，我们把创建数据

库连接对象的提取器的任务交给了DatabaseInfo的子类，从而获取更大的灵活
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性。

2．5本章总结

设计模式是对解决问题的方法的高层次的抽象。“每一个模式描述了一个在

我们周围不断重复发生的问题，以及该问题的解决方案的核心。这样，我们就能

一次又一次得使用该方案而不必做重复劳动川”。本章详细阐述了使用设计模式

的目的和意义，设计模式的描述的方法，设计模式的分类。并抽取出一种有代表

性的模式加以介绍。
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3。1概述

第3章程序设计语言与模式

模式是不依赖于编程语言的旧。从某种程度上讲，模式构成了一种语言，它

比编程语言更进了一步，使开发人员可以彼此交流设计思想。然而，认识到特定

的编程语言在软件系统的发展过程中扮演着重要角色是非常重要的。现在，我们

必须考虑工具、库以及他们提供的通用环境，特别是当我们考虑使用象Java和

C#这样的新的面向对象程序设计语言时。这些语言不但提供了传统的编程语言语

法，而且还构造在虚拟机之上，并且带有完整而丰富的库或包，使得开发和重用

更加容易。尽管可以用任何语言实现任何设计模式(根据定义)，但是对于特定

的模式，用某些语言比用其他语言更容易实现。比如说，如果某种模式建立在多

线程控制的基础上，在C++或Visual Basic中实现跨越线程边界的消息传递就

比在Java中困难一些，也就是说，如果C++使用线程库(例如Pthreads)或者

Visual Basic使用底层windows调用也可以完成跨越线程边界的消息传递，但

是实现起来却要麻烦的多．

3．2 Observer模式在不同语言中的实现

我们经常会碰到这样的问题，当需要在软件中处理多个对象时，这些对象依

赖于另一个对象的状态。例如，在一个记账系统中，我们可能会为同一笔数据提

供多种视图，包括多个电子表格视图和扇形或者柱状图之类的图形视图．当我们

在某个数据表中修改数据时，用户完全有理由要求系统中的其它视图也相应发生

改变，而且这个过程应该是自动的，不需要用户选择“刷新”选项；在一个嵌入

式系统中，也可能遇到类似的问题：多个对象(例如监视器)通过软件封装或设

备驱动程序监控同一个硬件设备，当发生中断(例如电力不足)时，这些对象必

须快速的做出反应。有一种模式能够描述这种情况，并以一种容易移植的方式来

解决这个问题，即使用Observer模式。Observer模式属行为模式，一般用于维

护相关对象的一致性，即当一个对象的状态发生改变的时候，所有依赖于它的对

象都会得到通知而自动被更新。

下面我们以Observer模式在一个简化的记账系统中的应用来说明不同的程

序设计语言在实现具体设计模式的区别。
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3．2．1 Observer模式的Java语言实现

在Java语言的java．util库里面，提供了一个Observable类以及一个

Observer接口，构成Java语言对Observer模式的支持。

1．Observer接口

这个接口定义了一个update()方法，当被观察对象的状态发生变化时，这个

方法就会被调用。并且当调用这个方法时，将调用每一个被观察者对象的

notifyObservers 0方法，从而通知所有的观察对象。

fnterface

觚腿0白譬凹ver

+抽翻女出r删

图3-1 java．util提供的Observer接口的类图．

2．observable类

被观察者类都是java．util．Observable类的子类。java．util．Observable

提供公开的方法支持观察者对象，这些方法中有两个对Observable的子类非常

重要：一个是setChangedO，另一个是notifyobservers()。setChanged()被调

用之后会设置一个内部标记变量，代表被观察者对象的状态发生了变化。

notifyObserversO被调用时，会调用所有登记过的观察者对象的update()方

法，使这些观察者对象可以更新自己．

javm util．observable类还有其它的一些重要的方法．比如，观察者对象

可以调用java．util．observable类的addObserverO方法，将对象一个一个加

入到一个列表上．当有变化时，这个列表可以告诉notifyObservers0方法那些

观察者对象需要通知．由于这个列表是私有的，因此java．util．Observable的

子对象并不知道观察者对象一直在观察着它们。

14
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lava．uUt㈣
·changed：boolearF-faise

—obs：Vector

*ObsewableO

+addObserver(o：ObserveO．'void

*deleteObserver(o：ObseweO．'vold

+noH帕bser怕侣0加Id
．．notifyObservers(arg：Ohieco．void

+deleteObsewersO．Yoid

粕砷Cha哪edO：如Id

粕learChangedO：void

+ha8Chan口edO：booIean

+countObsentersO：int

图3-2 Java语言提供的被观察者的类图

这个Observable类代表一个被观察者对象．一个被观察者对象可以有数个

观察者对象，一个观察者可以是一个实现Observer接口的对象。在被观察者对

象发生变化时，它会调用Observable的notifyObservers 0方法，此方法调用

所有的具体观察者的update()方法，从而使所有的观察者都被通知更新自己，

如图3-3所示．

图3-3使用Java语言提供的对观察者模式的支持

发通知的秩序在这里没有指明．Observerable类所提供的缺省实现会按照

Observers对象被登记的秩序通知它们，但是Observerable类的子类可以改变

这一秩序。子类可以在单独的线程里通知观察者对象；或者在一个公用的线程里

按照秩序执行．

3．Observer模式的Java实现代码

Account
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Package JavaObserver；

import java util．●：

public class Account extends Observable

{

public void addEntry(Date entryDate，I)uble emout)

f

^ceountEntry ae=ne-AccountEntry(entryDate，amount)

Lentries．addElement(ae)：

setchanged 0：

)

public Enumeration getEntries()

{

return m_entries．elements 0；

}

private Vector Lentries；

}

7tccountEntry

Package JavaObserver；

import java util．Date；

public class AccountEntry

{

AccountEntry(Date entryDate，double amount)

{

m_entryDate=entryDate：

m_emount=emount：

}

public Date getEntryDateO

{

return m_．entryDate；

)

public double getAmount()

{

return m amount：

}

private Date m_entryDate：

private double re_amount：

l

AccountObserver

Package JavaObserver；

import java util．·：

public class AccountObserver implements Observer

{

public AccountObserver(ACCOunt account)

{
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Lacconnt2account：

m account．addObserver(this)

}

public void sync0

{

m_accoun．notifyObservers 0：

}

public void update(observable observer。object unused)

{

^ccount acct=(Account)observer；

For(Enumeration e=acet．getEntriesO；e．hasKoreElements0；)

{

AccountEntry untry=(AccountEntry)e．nextElement()：

System．out．println(entry．getEntryDate0．toStringO+。：”

+(new Double(entry．getAmount0．toStringO)：

}

)

private Account虬account

3．2．2 Observer模式的Visual Basic实现

如果用Visual Basic来实现上面的例子，实现方式和效果上就有很大的不

同了．我们知道Visual Basic没有类继承机制，这使得Visual Basic在实现需

要利用继承特性实现的设计模式时存在先天的不足，必须为每一个对象定一个类

来继承接口，增加了实现模式的难度。接下来我们分析在Visual Basic中如何

用Observer模式来解决这个问题。
1．AscountObserver类模块

‘定义观察者接口

Public Sub Update(ByVal maccountt As Account)

End Sub

‘AccountEntry类模块

‘AccotmtEntry类

Option Explicit

Private mvarentryDate As Date

Prirate mvarmount As Currency

Public Property Get amount()As Qlrrency

amount=mvarmount

End Property

Public Property Let amount(Byval vData As Currency)

17
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mvarmount 2 vData

End Property

Public Property Get entryDate()As Date

entryDate 2 mvarentryDate

End Property

Public Property Let entryDate(ByVal vData As Vate)

mvarentryDate=vData

End Property

2．hccount类模块
‘Account为目标，这里省略了接口．

Private mvarAceountEntrycollection As Collection

Private mvarObservercollection As Collection

Prirate mvarccountName As String

Public Property Let accountName(ByVal vData As String)

mvarccountName 2 vData

End Property

Public Property Get accountName0 As String

accountName=mvarccountName

End Property

Public Property Get getEntries0 As Collection

Set getEntries=mvarAccountEntryCollection

End Property

Public Sub addEntry(entryDate As Date。amount As Currency)

‘添加一个AccountEntry对象

End Sub

Public Sub notify0 ‘通知观察者内容发生变化了

Dia observer As AccountObserver

For Each observer In mvarObserverCollection

Call曲server．Update 0Ie)

Next

End Sob

Public SUb detachObserver(key As String)

Call mvarObserverCollection．Remove(key)

End SUb

Public Sub attachObserver(observer As AccountObserver，key As String)

call mvarObservercollection．Add(observer。key)

End Sub

3．窗体模块FrmObserverI
‘FrmObserverl继承并实现了Observer接口

Implements AccountObserver‘继承Observer接口

Dim Accountfrm As Fon

PIlblic Sub setForm(ByRef mFrm As FrmAccount)

Set Accountfrm=FrmAccount

18
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End Sub

Prirate Sub Accountobserver_Update(Byval maccount As Account)

‘实现Observer接口，显示更新的内容

End Sub

4．窗体模块FrmAccount
‘FrmAccount为client，拥有主体对象testAccount。并在窗体加载时添加了两个‘观察者

frmOberverl和frmObserver2

Private testAccount As New Account

Private Sub CmdAdd Click()

⋯‘被观察者的内容发生变化

caII testAccount．notify‘通知更新

End Sub

Private Sub Form Load 0

‘添加观察者视图1，添加观察者视图2代码略

End Sub

3．2．3 ObseFver模式不同语言实现的效果比较

Java语言为实现observer模式专门提供了一个包，包中有实现此模式的类

及接口的声明。设计者只需要引入包，并作简单扩展，即可实现Observer模式

在不同环境下的应用，降低模式应用的门槛，充分发挥此模式的长处。而Visual

Basic语言在实现Observer模式时存在一些先天不足，如Visual Basic没有类

继承机制，所有通过继承可以实现的扩展，需要改为接口或者“组合”来实现；

Visual Basic中容器的实现也比较复杂．目标(被观察对象)需要保存观察者

的引用，在Visual Basic中是使用集合类添加、删除对象，通过硬编码在模块

中实现，不易于修改。

3．3 Singlel：on模式在不同语言中的实现

氆呻蝴
捌酬c蛔磷哪'∞0 O-⋯
gI'g细锄0辨帽岫G融鼬'gI瞄∞嘲
镬越Ic瞩碡艰—_堵蜘黼
璃噎嘲搿懒

图卜4 Singleton模式结构图

3．3．1 Singleton模式的O++实现

Singleton模式使得类的唯一实例是类的一般实例，但该类被写成只有一个

19
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实例能被创建。做到这一点的常用方法是将创建这个实例的操作隐藏在一个类操

作中(即一个静态成员函数或一个类方法后面)。由它保证只有一个实例被创建。

这个操作可以访问保存唯一实例的变量，而且它包含了保证这个变量在返回值之

前用这个唯一实例初始化。这种方法保证了单件在它首次使用前被创建和使用。
在c++中可以用Singleton类的静态成员函数instance来定义这个操作。
class Singleton

{

public：

static Singleton*Instance 0

{

if(_instance-一-O)

{

一instance=new SingletonO：

}

return—instance；

}

protected：

Singleton 0：

private：

static
Singleton*一instance：

}：

3．3．2 Singleton模式的Visual Basic实现

Singleton模式如果采用Visual Basic来实现，存在一定问题。Visual Basic

的类没有protect类型，也没有构造函数．因此类似C++的实现方法是行不通的。

Visual Basic实现Singleton模式可以采用进程外组件，利用组件的唯一实例；

或者利用全局变量实现。下面介绍如何用全局变量实现Singleton模式。
Option Explicit

Private m_Singleton As SingletonClass

Private m__SingletonCreationOk As Boolean

‘返回对SingtonClass对象的引用

Public Property Get Singleton0 As SingletonClass

If m Singleton Is Nothing Then

’Flag that this instantiation is ok．

m_SingletonCreationOk=True

Set m_Singleton=New SingletonClass

m_SingletonCreationOk=Faise

End If

Set Singleton。m Singleton

End Property
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‘表示是否正在创建

Public Function SingletonCreationOk 0 As Boolean

SingletonCreationOk=m__SingletonCreationOk

End Function

‘Singletonclass类模块

Option Expl icit

‘如果已经存在则触发一个错误

Prirate Sub Class_InitializeO

If Not SingletonCreationOk Then

Err．Enise vbObjectError+1001，一

’SingletonClass’，一

’Illegal SingletonClass instantiation’

End If

End Sub

‘测试：

Option Explicit

Prirate Sub cmdCheat Click 0

Dim曲J As SingletonClass

Set obj=New SingletonClass

MsgEnx TypeName(obj)

End Sub

Private Sub cmdCreateLegally_Click0

Dim曲J As SingletonClass

Set obj=Singleton

MsgEnx TypeName(obj)

End Sub

3．3．3 Singleton模式的销实现

接下来我们看在c#中怎样实现Singleton模式．c#的独特语言特性使得c#

拥有实现Singleton模式的独特方法。下面给出利用c{I语言新特性实现

Singleton模式的代码：

sealed class Singleton

{

private Singleton()：

public static readonly Singleton Instance=new Singleton()：

}

与前面的两种语言相比较，代码减少了，变得更加简洁明了．那么它又是怎

样工作的呢?

注意到，Singleton类被声明为sealed，以此保证它自己不会被继承，其次
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和c++的实现相比较没有了Instance的方法，将原来_instance成员变量类型声

明为public readonly，并在声明时被初始化。通过这些改变，我们也能实现

Singleton模式。原因是在JIT(Just—In—Time，运行编译技术)的处理过程中，

如果类中的static属性被任何方法使用时，．NET Framework将对这个属性进行

初始化，于是在初始化Instance属性的同时Singleton类实例得以创建和装载。

而私有的构造函数和readonly(只读)属性保证了Singleton不会被再次实例化，

3．3．4 singIeton模式不同语言实现效果的比较

采用Singleton模式的意图是为了保证一个类仅有一个实例，并提供一个访

问它的全局访问方法。C++与Java之类的面向对象语言实现的方式是通过将实例

化过程的操作隐藏在类的静态成员函数后面。而Visual Basic由于没有

Protected类型修饰符，且没有构造函数．在实现Singleton模式时是通过将单

件定义为全局的对象来确保类的唯一实例．这样做存在以下两个问题：1．不能保

证单件类只有一个实例被声明。2．无法直接子类化此单件．而C#除了能像C++

那样实现Singleton模式，还可以利用新的readonly属性修饰符给出Singleton

模式更简洁的方式。通过Singleton模式的三种不同语言的实现方法的比较，可

以看到，随着程序设计语言的发展，在具备新特性的新的程序设计语言中，

Singleton模式更加易于实现。

3．4本章总结

从以上两个设计模式采用不同的设计语言来实现的效果与难易程度，我们不

难得出结论，新的高级面向对象程序设计正在逐步地将模式直接纳入语言体系之

中，或者为实现模式提供了更多的便利。许多程序设计语言提供的框架性平台中

也直接使用设计模式，这使得使用此程序语言实现系统时具有更大的灵活性和可

靠性。由此，我们可以得出一个结论，模式的发展在程序设计语言的发展过程中

起着重要的作用，模式与程序设计语言相辅相成，共同促进。
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第4章设计模式优化

设计模式是记录、提炼存在于软件开发人员头脑中或文档中的一些反复出

现的共性问题及其经过多次验证的成功解，它表达了在特定上下文情形下产生

的、反复出现的典型性问题以及相应的一整套解决方案之间的关系叭1，是对以往

成功的设计经验的总结，所以并不是僵硬的不变的东西，它随着设计经验的丰富、

新的设计实践的展开、新的开发手段的诞生而被优化改进——优点得以发挥、缺

点被削弱直至消除。下面就经典设计模式中几个模式的分析与改进，给出一些模

式优化、改进的方法及手段。

4．1 Visitor模式研究

4．1．1 ViSitot模式介绍

Visitor模式属于行为型模式的一种，与大多数设计模式不同的是，Visitor

模式包含了两个类层次关系(Element和Visitor)，也是较为复杂的一种模式。

Visitor设计模式基于这样一个应用环境：在不改变对象集合中元素的前提下，

定义对这些元素的新操作。Visitor模式中的Visitor接口类(抽象类)代表

了一个施加于对象集合中元素的操作，Visitor模式也由此而得名．它的结构如

图4-1所示．

图4-1 Visitot模式结构图

模式中定义了两个接口类(或抽象类)Element和Visitor。Element是集
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合中所有元素的抽象，Visitor则是施加在集合元素上操作的抽象。ElementA和

ElementB是集合中具体的元素类型，Visitorl和Visitor2代表了具体的两组

不同的操作。Visitor设计模式的关键点在于：借助于面向对象中的多态技术，

在Element类的accept方法中通过运用两次动态绑定实现函数调用的双向分

配(Double—dispath)。从而把传统的显式的对象类型判断转化为隐式的动态绑

定来实现，大大简化了实现的复杂度。

以下是Visitor模式实现的关键代码片断：

class ElementA implements Element{public void accept(Visitor visitor)

{

visitor．visitElementA(this)：／／double dispath，发生两次动态绑定

)

class Visitorl implements Visitor{

public void visitElementA(Element^elementA){

／／Visitorl对ElementA操作内容}

public void visitElementB(ElementB elementB){

／／Visitorl对ElementB操作内容}

}}

如前所述，Visitor模式的突出优点是可以在不改变集合中对象元素的前

提下，增加对集合中对象元素施加的操作。例如，增加一个Visitor3，并在其

中实现Visitor中的两个方法，就可对集合中元素ElementA和ElementB添加

一组操作．

4．1．2 ViSitor模式缺陷分析

为了从本质上分析Visitor模式中缺陷产生的原因，在此引入面向对象设

计理论中的3条基本原则：

(1)OCP(Open Closed Principle)：不应通过修改现有的类来扩展模块功

能，而是通过添加新的类来实现，这是面向对象设计中最重要的原则，也是面向

对象系统所追求的目标。

(2)DIP(Dependency Inversion Principle)：依赖于抽象，而不依赖于

具体。换句话说，要依赖于接口或抽象类，而不是依赖于具体类。DIP是实现

OCP的主要机制，当前流行的组件模型，如COM、EJB、CORBA等，其设计思想

都体现了这条原则。

(3)ISP(Interface Segregation Principle)：分离不同用途的接口。将

针对不同用途的接口函数放入不同的接口类或抽象类中，有利于降低各个类之间

的耦合度，增强设计的灵活性。
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图4-2经典Visitor设计模式缺陷分析

从图4-2中可以看出：

(1)Visitor接口类直接依赖于ElementA和ElementB两个具体类，违

反了DIP．

(2)将visitElementA和visitElementB两个不同用途的接口函数放入

一个接口类Visitor当中，违反了ISP。

这使得Visitor模式存在两个明显缺陷。

(1)集合中的对象元素的类型必须保持稳定，如果新增一种对象元素，势

必引起大量的修改和重新编译。例如，如果在集合中增加一个元素ElementC，

那么必须首先修改Visitor接口类，添加一个方法VisitElementC()，并相应

修改Visitorl和Visitor2。

(2)具体的Visitor子类必须实现访问所有元素的接口函数．例如，即使

Visitorl并不需要对ElementB进行操作，它也必须实现visitElementB接口

函数．

Visitor模式的这两个缺陷使设计方案的可扩展性、可维护性大大降低。

当需求改变时，不得不大量修改，增加工作量以及出错几率。

4．1．3 Visitor模式的改进

现在许多高级程序设计语言(比如Java和c#)都支持反射．反射机制基于

这样一种假设；所有的对象都应该是自说明的，一个类实例应该包含了关于它自

身的所有信息，包括方法、属性和类型等．在程序运行期间，可以通过反射机制

得到对象的类型、方法和属性信息。而反射(Reflection)是．NET中的重要机

制，通过反射，可以在运行时获得．NET中每一个类型(包括类、结构、委托、

接口和枚举等)的成员，包括方法、属性、事件，以及构造函数等。还可以获得
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每个成员的名称、限定符和参数等。有了反射，即可对每一个类型了如指掌。如

果获得了构造函数的信息，即可直接创建对象，即使这个对象的类型在编译时还

不知道。

基于这一点，本文利用反射机制对Visitor模式结构进行了改进，使得

Visitor模式更加简单灵活，并将这种模式命名为Reflect Visitor模式。

Reflect Visitor模式的类关系如图4-3所示。

图4-3 lIeflect Vioitor设计模式结构图

按照DIP的思想，本文将Object类作为Visitor类的Visitor方法所接

受的参数对象的类型，避免了Visitor接口类直接依赖于ElementA和ElementB

两个具体类．值得注意的是：Object类是所有类的基类，从表面上看，这个类

型的参数对象已经丧失了其类型信息。不过，通过在程序中恰当地运用反射机制，

仍然可以得到参数对象的类型，具体方法可参见下面的程序代码。

按照ISP的思想，本文分离VisitElementA和VisitElementB两个不同用

途的接口函数，将其分别放入相应的Visitor子类中．如图4—3所示，在Visitor

的子类中重载了3种不同参数类型的visit方法。程序运行中调用visit(Object)

方法时，在方法内部通过反射机制决定调用visit(ElementA)或是

visit(ElementB)方法。

以下是Reflect Visitor模式实现的关键代码片断：

publ ic class ElementA：element

{

public void accept“isitor y)

f
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v．visit(this)：

}

}

public class Visitorl：visitor

{

public void visit(object obj)

{

try{

MethodInfo mi=this．GetType()．GetMethod(’visit’，new Type[】

{obj．C,etType 0})：／／通过反射机制运行时取得对象的类型和方法的信息，并调用对应的

方法．

mi．Invoke(this，new object[]{obj})：

}

catch(Exception e)

{

／／处理异常

}

}

public void visit(ElementA obj)

{

／／对E1ementA对象的处理

}

public void visit(ElementB obj)

{

／／对ElementB对象的处理

}

4．1．4效果分析

Reflect Visitor模式可以有效消除Visitor模式的两个缺陷。(1)集合

中的对象元素的类型可以是变化的，当新增一种对象元素，不会引起大量的修改

和重新编译，Visitor接口不发生改变。例如，如果在集合中增加一个元素

E1ementC，只是对ElementC感兴趣的Visitor子类添加一个visit(ElementCobj)

方法即可，其它类都不需要变动。(2)具体的Visitor子类可以有选择的访问具

体的元素，而不是像Visitor模式那样必须实现访问所有具体元素的接口。例如，

当Visitorl仅需要ElementA操作时，它只要添加一个操作ElementA的方法

visit(ElementA obj)，而对于不需要的操作可以不作处理．

Reflect Visitor模式也有其缺点：它的使用范围是有限制的，它只能在

支持反射机制的面向对象语言中应用。但是，反射机制其实是面向对象编程语言
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的必要组成部分。尽管现在有一些语言还不支持这种机制，但是内建反射机制是

面向对象编程语言发展的趋势。有理由相信，这不会成为Reflect Visitor模

式应用的障碍。

4．2 Observer模式研究

4．2．1 Observer模式介绍

第三章已经对Observer模式作了介绍，为了便于分析、比较，这里给出了经

典Observer模式的结构图以及用c#描述的经典Observer模式的一个简单实例。

图4-4曲seⅣ留模式结构图

根据‘设计模式——可复用面向对象软件的基础》的描述，Observer模式包

括Subject(目标)——注册和删除观察者对象的接口，Observer(观察者)——

在目标发生变化时，需要通知的对象的接口，ConcreteSubject(具体目标)，

ConcreteObserver(具体观察者)．在具体应用Observer模式时，如果仅有一个

被观察的目标，那么可以省略Subject接口．在一个温度监控系统中，被观察的

目标Subject负责监视室内温度，当目标状态(即温度)发生改变时，通知观察

者(observerl和observer2)温度已经变化，观察者得到通知后更新显示。

实现的部分代码：

class Subject

{

／／当温度发生改变时，目标对象要通知所有的观察者，所以需要一个容器保存对所有观

察者的引用

private ArrayList list 2 new ArrayList 0：

private double temp；

public double GetStateO

{



中南大学硕士学位论文 第4章设计模式优化

return temp：

}

public double SetState(double trap)

{

this．temp=tmp；

}

public void Attach(Observer o)

{

list．Add(o)：

0．ObservedSubject=this；

)

public void Detach(Observer o)

{

)

public void Notify0

{

／／在数据发生改变后，遍历列表通知观察者

foreach(observer 0 in list)

{

o．Update()：

}

}

Observer(抽象观察者)：

／／为那些在目标发生改变时，需要给获得通知的对象定义一个更新接口．

abstract class Observer

{

／／内置一个需要观察的对象

protected Subject s：

}

abstract public void Update0：

}

／／ConcreteObserver(具体观察者，在这里就相当于表示层)：

／／维护一个指向ConcreteSubject的引用．

／／储存有关状态，这些状态应与目标的状态保持一致．

／／实现Observer的更新接口以使自身状态与目标状态保持一致．

class Observerl：Observer

{

private string observerName；

private double curTemp；

public Concreteobserver(string name)

{

observerN盟e 2 name：
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}

override public void Update0

(

curTemp=(S．GetState()．915)+32；1／转为华氏温度

／／将数据显示出来

Console．WriteLine(’In Observer{0}：data from subject={1}’，

observerName，s．GetState 0)：

4．2．2 Observer模式缺陷分析

Observer模式的优点是抽象了更新接口，使得目标和观察者之间仅存在抽

象耦合(目标对象只所知道它有一系列的观察者，而每个观察者都符合抽象

Observer类的简单接口)，实现了表示层和数据逻辑层的分离；支持更新的广播

通知(通知被自动广播给所有已经向目标对象注册的观察者对象)．但是

Observer模式也存在如下缺点。

(1)Observer模式的每个观察者对象必须继承这个抽象出来的接口类，具

体的Observer类受到了接口实现的限制。这样就使得系统的灵活性降低，比如

有一个构件类，它负责在室内温度发生改变时决定是否打开制冷设备．这个构件

独立于上面提到的温度监控系统，它并没有继承自Observer抽象类或者

Observer接口．它仅提供了一个用于在温度发生改变之后控制制冷设备的

public接口。我们希望不修改该类直接使用它，甚至可能由于是购买的构件我们

无法修改这个类。这给我们提出了一个难题，虽然可以再应用Adapter模式，在

一定程度上解决这个问题，但是会造成更加复杂烦琐的设计，增加出错几率。

(2)在Observer模式中，目标对象通过在一个容器对象内显式的保存，对

所有观察者的引用来跟踪它应该通知的观察者。然而，当目标很多而观察者较少

时，这样存储的代价太高．

(3)在Observer模式中，必须小心翼翼地处理一个问题一避免对已删除
对象的悬挂引用，在删除一个目标时要注意不要在其观察者中遗留对该目标对象

的悬挂引用。为了避免悬挂引用，通常的做法是当一个目标被删除时，让它通知

它的观察者对象将对该目标的引用复位。这样做需要为Observer增加一个接口，

加大了系统的开销，增加模式了实现的难度。使用者需要更多地关注细节，而不

是设计本身，这违背使用模式的本意。

为了减少Observer模式应用的复杂性，降低Obsc强vcT对象与Subiect对象

之间的耦合性，使系统更加灵活，我们采用C#的委托特性(Delegate)对Observer

模式进行了优化。
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4．2．3 Observer模式的改进

委托技术是．NET引入的一种重要技术，使用委托可以实现对象行为的动态绑

定，从而提高设计的灵活性．

．NET运行库支持称为“委托”的引用类型，其作用类似于c++中的函数指针．

与函数指针不同，委托实例独立于其封装方法的类，主要是那些方法与委托类型

兼容．另外，函数指针只能引用静态函数，而委托可以引用静态和实例方法。委

托主要用于．NET Framework中的事件处理程序和回调函数．所有委托都从

Syste札Delegate继承而来并且有一个调用列表，这是在调用委托时所执行方法

的一个链接列表，可以使用Cimbine及Remove方法在其调用列表中添加和移除

方法。若要调用委托，可使用Invoke方法，或者使用Beginlnvoke和Endlnvoke

方法异步调用委托。委托类的实现由运行库提供，而不由用户代码提供．

委托适用于那种在某些语言中需要用函数指针来解决的情况，但是与函数指

针不同，它是面向对象和类型安全的。

委托声明定义一个类，它是从Syste儿Delegate类派生的类。委托实例封装

了一个调用列表，其中列出了一个或多个方法，每个方法称为一个可调用实体。

对于实例方法，可调用实体由一个实例和该实例的方法组成；对于静态方法，可

调用实体仅由一个方法组成。如果用一组合适的参数来调用一个委托实例，则该

委托实例所封装的每个可调用实体都会被调用，并且使用上述同一组参数。

委托实例的一个有用的属性是它既不知道，也不关心其封装方法所属类的详

细信息，对它来说最重要的是这些方法与该委托的类型兼容。即只要方法的返回

类型和参数表是相同的，则方法与委托类型兼容，方法的名称不一定要与委托类

相同。

本文利用委托对Observer模式进行了优化，改进后的结构如图4-5所示

4．5基于委托的Observer模式结构图



中南大学硕士学位论文 第4章设计模式优化

下面是改进后的Observer模式实现
／／先定义一个Delegate：

delegate void UpdateDelegate(double tmp)：

|

llSubject(目标)：

class Subject

{

private double temp；

／／定义一个事件，代替前面的观察者对象列表

public event UpdateDelegate UpdateHandle；

／／没有变化的地方不列出了

public void Notify()

{

／／通知更新

if(Updatellandle!=null)UpdateIlandle(tmp)

}

}

／／Observer(抽象观察者)：

／／无，因为不需要抽象接口类了，所以可以省去抽象观察者类。

／／Concreteobserver(实体观察者)：

／／为了能更加清楚的说明问题，这里定义了两个独立的观察者，

class Observerl

{

private double tmep：

public Observerl(string name)

I

曲serverName 2 nsme：

}

／／只需要与委托声明的参数以及返回值类型一致就可以了

public void Updatel(double tmp)

{

temp=32+tmp*9／5：

／／显示

}

}

class Observer2

I

private double tmep；

public void Update2(double tmp)

{

this．temp=tmp：

／／显示
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4．2．4效果分析

利用．net的新特性delegate类型，我们提出一种与经典Observer模式不

同的实现方法，同样可以满足Observer模式的意图，并具有前面提到的Observer

模式的优点。和经典Observer模式相比较，基于委托的Observer模式具有以下

优点。

(1)去掉了Observer类抽象接口，并且通过将观察者对象的更新方法委托

给Subject类来实现目标对象更新事件的自动通知——当日标对象改变时，即可

通过委托通知到各个观察者。这样一来系统在结构上更加紧凑，并降低了系统的

复杂性，提高了系统的灵活性。

(2)利用委托机制实现更新事件的自动通知，目标对象不需要保存对所有

观察者对象的引用，同样观察者也无需保存对目标对象的引用，甚至观察者可以

完全不知道目标对象的存在。这样，维持目标对象和观察者对象之间联系的开销

降到了最小．

(3)在Observer模式中，目标对象使用一个容器类对象保存对所有观察者

对象的引用，Subject类提供了Attach和Detach两个方法负责添加和删除观察

者对象的引用。使用者需要自己负责处理对观察者引用的管理，增加了系统实现

的复杂度，容易出错。而且，在删除目标对象或观察者对象时如果处理不当，会

产生悬挂引用，引发系统错误。而采用委托机制，观察者对象只是简单的将目标

对象发生改变后的处理方法委托给目标对象就可以。而目标对象对于委托的管理

是由．NET的委托链机制实现，使用者不需要过多地关注实现的细节．在上面的

例子中，用UpdateHandle+=new UpdateDelegate(Observerl．Updatel)，就可以

实现在UpdateHandle中添加委托，而用“一”可以方便的实现删除委托．另外，

由于仅仅是将更新处理方法委托给目标对象，所以删除目标对象或者观察者对象

不会引发删除后产生悬挂引用的问题。

4．3 Strategy模式研究

4．3．1 Strategy模式概述

Strategy模式也是对象行为模式的一种，意图是定义一系列的算法，把它

们封装起来，并使他们可以相互替换，使得算法可以独立于使用他们的客户而存

在．Strategy模式的结构如图4-6所示。

33
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图4-6 Strategy模式结构围

其中Strategy(策略)定义所支持算法的公共接口，concretestrategyA，

ConcreteStrategyB，ConcreteStrategyC，(具体策略)以Strategy接口实现具

体的算，Context(上下文)用一个ConcreteStrategy对象来配置。Strategy

模式一般用于以下情况：

(1)许多相关的类仅仅是行为有异，Strategy模式提供了一种用多个行为

中的一个行为来配置一个类的方法。

(2)需要使用一个算法的不同变体．

(3)算法使用了客户不应该知道的数据，可以使用Strategy模式以免暴露

复杂的，与算法相关的数据结构。

(4)一个类定义了多种行为，并且这些行为在这个类的操作中以多个条件

语句的形式出现，可以将相关的条件分支移入它们各自的Strategy类中以替代

这些条件语句。

下面以税务系统的一个业务行为举例，介绍Strategy模式的使用。假设我

们要开发一个税务系统，那么有关税务的计算就会依照纳税人的不同而分为个人

所得税和企业所得税，而这两种税收类型依法应缴纳的税金在计算方式上是迥然

不同的．此时，我们就可以应用Strategy模式，将税收策略抽象为接口。

ITaxStrategy：

public interface ITaxStrategy

{

double Calculate(double income)：

}

在对税收计算策略进行抽象以后，就从设计上去除了模块间存在的耦合，消

除了因变化而可能造成未来系统的大规模修改，所谓“面向接口编程”㈨正是基

于这样的道理。

定义接口之后，各种税收策略均实现该接口：
public class PeronalTaxStrategy：ITaxStrategy

{
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public double Calculate(double income)

{

∥实现略；

)

}

public class EnterpriseTaxStrategy：ITaxStrategy

{

public double Calculate(double income)

{

／／实现略；

}

}

如果此时有一个公共的类，提供税收的相关操作，其中就包括计算所得税的

方法：

public class?axOp

{

private ITaxStrategy m_strategy；

public TaxOp(ITaxStrategy strategy)

{

this．m__strategy=strategy；

}

public double GetTax(double income)

I

return strategy．Calculate(income)；

}

} 女

在这个类中，接收了一个ITaxStrategy类型的对象，由于该对象是一个接

口类型，因此类TaxOp是与具体税收策略无关的，它们之间因为接口的引入而成

为了一个弱依赖的关系，如图4—7所示．

1 TroOp J怒裟
’pcI—“掣’⋯lUa I协嚣涝；悉缸

{—帅 {一
ih件时l-玎联鼬嘲I l豇啊fprIMTI埔伽岫yI
I l I I

∽alculamO：dⅢbh l I．c盛叫嘲．(》：蛐l

图4-7税收Strategy模式结构图

如果客户端要调用有关税收的操作时，就可以根据纳税人的类型具体实例化

税收策略对象：
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public class App

{

public static void lain(string[]args)

{

TaxOp op=new TaxOp(new PersonalTaxStrategy0)：

Console．WriteLine(“The Personal Tax is：{0}”，op．GetTax(1000))

4．3．2 strategy模式缺陷分析

Strategy模式存在一个缺点，即客户要从多个算法选择一个合适的算法，就

要求客户了解所有的算法之间存在的差异。此时，就不得不向客户暴露不同算法

实现的具体细节，这违背了面向对象封装性的设计原则。对图4-7税收Strategy

模式结构图分析可知，TaxOp类有一个ItaxStrategy接口成员指向一个具体的

Strategy，它在类生成的同时被创建，可以在运行被动态替换。为了解决这个问

题，我们可以把具体的算法看成一个产品，把选取具体的算法当作从一类产品中

选择要生产的产品。这正是Abstract Factory模式要做的．通过一个抽象工厂

封装创建Strategy对象的职责和过程，从而将客户与Strategy实现分离。通过

引入Abstract Factory模式对Strategy模式进行改进，对客户与具体的

Strategy解藕，可以有效地解决Strategy模式的这个缺陷。本文将这种改进后

的Strategy模式称为基于抽象工厂的策略模式。

4．3．3 Strategy模式改进
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图4-8基于抽象工厂的策略模式

图4—8所示是基于抽象工厂的策略模式的结构图，通过在Strategy模式中

引入Abstract Factory模式，可以解决Strategy模式需要向客户暴露算法实现

细节的不足。除此之外，基于抽象工厂的策略模式还可以解决如下问题：从多组

系列算法中选择一组算法，这组算法之间存在相互联系，并且希望在运行时能够

被方便的替换。

根据结构图，我们可以看到，通过用一个具体的工厂ConcreteCreator来实

例化Creator，由ConcreteCreator配置多个系列算法中的一组．基于抽象工厂

的策略模式，使得算法系列易于交换．一个具体的工厂在一个应用中仅出现一次，

即在它初始化的时候，这使得改变一个应用工厂变得很容易——只要改变具体的

工厂，就可以使用不同的算法配置；另外，当一组算法具有一定的相关性时，抽

象工厂保证一个应用只能使用同一组相关的算法，从而保证了系统的一致性。下

面以错误管理机制为例介绍基于抽象工厂的策略模式的应用。

当一个项目被分给多个开发人员时，经常会出现不同的错误存取和表示机

制．比如说在存取错误信息时，可以采用数据库，文本文件、ml文件等；在显

示错误时，可以使用基于Windows消息框的机制，或使用基于控制台文本输出的

显示机制，或基于文本控件的机制等，使不同的开发人员使用不同的消息存取和

显示机制的组合。为了能够将错误显示机制集成在一起，我们可以使用基于抽象

工厂的策略模式。对于错误的存取和显示各自有不同的策略算法，分别提取出一

个接口，ErrorStore和ErrDiplay。对于每个需要捕捉错误的Client，都保存
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着对这两个接口的引用，而具体的错误存取和显示由Client实例化抽象工厂生

成。并且可以在运行时通过传入新的工厂来动态改变策略。它的类结构如图4-9

所示。

目目目一ConsoleDIsplay[
1 aC他at07

l

|+CreateSlore0：Errgtors
|+CreateDisplaY0：ErrDisplay

I ‘·IrI怕—叠ce，’

l Creator

l+CreateStors0：En'Store

I+CreateDisplaYO：ErrE)Isplay

图4-9错误日志的抽象工厂多策略模式结构图

从图4-9中可以看出，选择具体的策略交由策略工厂负责。首先，我们定义

了一个抽象工厂接口(Creator)，它有两个方法，CreateStore方法负责生成

ErrStore策略产品，CreateDisplay方法负责生成ErrDisplay策略产品。这里

只画出了一个具体工厂(aCreator)，它生成的ErrStore策略产品是FileStore

类的一个实例，ErrorDisplay策略产品是MsgDisplay的实例。部分实现的代码

如下：

interface Errorstore

{

void storeError(string strError)：

string getErrorO；

}

interface ErrorDisplay

{

void Display(string strError)：

}

interface Creator

{
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ErrorStore CreateStore 0：

ErrorDisplay CreateDisplayO；

}

class Fi leStore：ErrorStore

{

public void storeError(string strError)

f

}

publ献string getErrorO
{

return一：

}

}

class DBStore：ErrorStore

{

public void storeError(string strError)

{

}

public string getError0

{

return”：

}

}

class MsgDisplay：ErrorDisplay

{

public void Display(string strError)

{

}

}

class ConsoleDisplay：ErrorDisplay

{

public void Display(string strError)

{

}

}

class aCreator：Creator

{

public ErrorDisplay CreateDisplay()

{

return ilew MsgDisplay 0；

}

public ErrorStore CreateStore()
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return new FileStoreO

Client代码：

public partial class Forml：Form

{

ErrorDisplay ed；

ErrnrStore es：

Creator ec：

public Forml()

{

InitializeComponent()：

l

private void buttonl_click(object sender，Eventhrgs e)

{

ec=new aCreatorO：

ed=∞．CreateDisplayO：

es=ec．CreateStore()：

}

private void storeErr(string strError)

{

es．storeError(strError)：

J

private string getError 0

f

return es．getErrorO：

l

private void DisplayError(string strError)

{

ed．Display(strError)：

}

4．3．4效果分析

与Strategy模式相比，基于抽象工厂的策略模式具有以下优点：

(1)避免向客户暴露算法的细节，确保对象的封装性原则。

(2)易于实现系列算法的运行时替换。负责生成具体算法的工厂仅在使用

算法的Context被创建时或替换算法时才出现。这使得替换算法系列变得极为容

40
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易——只需要改变一个具体的工厂就可以使用不同的系列算法了。

(3)能保证相关算法的一致性．通过继承自抽象工厂接口的具体工厂子类

统一提供的创建Strategy对象的方法来确保在Context中使用的算法的一致性。

但由于Abstract Factory接口限制了可以被创建的“算法产品”的集合，

我们要想支持新的“算法产品”，就需要修改工厂接口，这将改变Abstract

Factory类及其所有子类。所以基本的Abstract Factory模式仅适合那些“算

法产品”比较固定的应用。如果想要方便的实现增加新的“算法产品”，可以考

虑采用基于类自说明的反射机制来改进Abstract Factory模式。通过反射机制，

我们可以根据类名来取得该类的构造函数，并调用其构造函数来生成该类的实

例。这样我们就可以实现一个可扩展的抽象工厂，以满足添加新的“算法产品”

的需求。

4．4本章总结

描述一个设计模式时需要提到该模式的效果，即模式的优点和缺点。缺点就

说明模式存在的不足，这个不足有可能是由于模式自身结构的不足，也可能是因

为实现手段局限造成的不足。本章通过描述Visitor模式的改进，以及Observer

模式新的、更灵活的实现手段，指出了改进设计模式的方向和方法。如采用反射

机制，可以弥补Abstract Factory和Factory Method等模式的不足；用delegate

机制灵活实现Mediator模式；利用c#、Java等新型的面向对象程序语言，对现

存设计模式的设计或结构上的不足进行改进，为其提供更灵活的实现手段。cll

已经推出3．0使用版，相比1．0和2．0版，提供了许多新的特性，也更丰富和

强大了类库．下一步，将关注3．0版的新特性和支持库对传统设计模式的改进，

以及在该平台下提出新的设计模式．另外，在总结以往设计经验基础上，整合经

典设计模式，对Strategy模式进行进一步的改进，用于解决需要从多组系列算

法中选择一组算法，这组算法之间存在的相互联系和可能被方便替换的问题。
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第5章设计模式在软件设计中的应用

设计模式关注的是特定设计问题及其解决方案，它描述了如何利用面向对

象的基本概念和机制来解决软件设计中经常出现的问题，并针对设计问题给出可

复用的解决方案。这些解决方案是通过对反复出现的设计结构进行识别和抽象而

得到的。同时，每个模式都伴有定义的语境和强度，语境解释了模式的适用情况，

强度是语境中的元素。如果问题的环境与模式的语境和强度相匹配，该模式便可

应用。因此，设计模式是软件人员在面向对象程序设计过程中对成功解的记录与

提炼。

5．1设计模式的选取

5．1．1设计模式的应用规律

各种模式均有其自身特点和适用范围，所以在选取模式前应充分了解模式的

内涵及侧重点，发掘出不同模式的适用规律．常用模式的应用规律有如下几种．

(1)Flyweight模式：该模式可用于实现共享细粒度符号对象，主要解决由于

系统存在大量类似的、具有共性的对象而严重影响系统性能的问题。此时，可

将对象的共同信息提取出来并作为一个新的Flyweight对象，而原有对象需要的
且重复的信息描述只需要在一个共享的Flyweight对象中描述，从而大大削减了
应用程序创建的对象，降低了程序内存的占用率，增强了程序的性能。如果一个

应用程序需要显示的对象同属于一种类型，就可以考虑用Flyweight模式来共享

一定数量的对象．例如，在Java程序中，字符串、Swing树节点、组件边界等

都利用了Flyweight．如果从一个数据库中读取一系列字符串，这些字符串中有
许多是重复的，那么可将这些字符串储存在Hywdght池(p001)中．又如字处理软
件，若以单字作为一个对象的话，要是有数千个字则需数千个对象，这在处理字

的同时无疑要耗费很大的内存资源，所以需要找出这些对象群的共同点，设计一

个元类，并将共享的类封装起来。

(2)Proxy模式：该模式主要是通过代理来控制对象的访问，所覆盖的应用

场合从小结构到涉及整个系统的大结构，并具有以下功能。(a)防止越权访问功

能，主要是对不同级别的用户进行权限划分和管理控制，如论坛、银行信息、图

书档案管理等系统的管理控制。fb)存取优化功能，如word文档中有很大的图

片，要打开该文档通常需要花费很长时间，这时需要做图片Proxy来代替真正的

图片，以便提高存取效率。(c)客户端存取远程服务器信息的功能，如果直接操

作Intemet远端服务器上的对象，当因网络运行缓慢而影响访问速度，则可应用
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Proxy·

(3)Observer模式：该模式的特点是在对象间定义一对多的依赖关系，当一

个对象的状态发生改变时，所有依赖它的对象都将被告知并自动更新，主要应用

有：(a)在界面设计中的应用．因为应用程序的开发往往要求用户界面与业务逻

辑分离，而Observer模式就是解决此类问题的最常用的设计模式。⑨解决对象

间的状态同步问题。当一个用户视图中的数据被其他用户改动后，后端的数据库

能够自动更新，而当数据库以其他方式更新后，用户视图中的数据显示也会随之

改变。(c)Observe模式还适用于实时更新的系统，如股票系统、税务系统、网

上商店等。

(4)Composite模式：该模式是将对象组织成“整体一部分”的层次结构，即

将对象组织成树状结构，从而保证客户机在使用单个对象和复合对象上的一致

性。这样做，客户端不但能一致地使用组合结构或单个对象，简化了客户端的调

用，也可以在组合体内部加入新的对象，而用户则无需更改代码。Composite模

式主要应用于树形结构系统，另外还常用于一些涉及产品结构和配置管理的系

统，此类系统可将产品的结构和配置看作是一种产品结构树，如产品由零件、部

件组成，部件又由零件、部件组成。这种嵌套递归关系通常使用Composite模式

来表示。Composite模式也适用于界面设计，例如图形由若干基本对象组成，而

这些对象的操作基本相同，亦即移动、缩放、绘制、拷贝、粘贴等。使用Composite

模式可以规范设计，从而提高代码的可重用性．

(5)其他模式也有不同的应用，不再一一列举了．

5．1．2设计模式的选取步骤

设计模式一般应用于以下2个方面唧：①在软件系统设计的开始阶段就应

用设计模式对软件体系结构进行设计；②在系统的体系结构设计初步完成后，通

过对系统另有要求的组件或模块应用设计模式进行重构使其更加优化、灵活．

由于设计模式具有一定的复杂性，所以很难将其应用到具体的软件设计中，

主要原因有两点：①软件设计人员没有正确把握和理解软件设计模式；；②没有一

种有效的方法来指导使用这些设计模式．为此，本文在总结了软件设计模式的应

用经验的基础上，提出了设计模式应用于软件设计的策略，其操作步骤如下：

步骤l：对所要解决的问题进行抽象，并划分适当的类型。

步骤2：根据问题类型选择适合的设计模式．

步骤3：规划问题和匹配模式，即将所要解决的问题与所选择的设计模式进

行比较，找出共性．在所要解决的问题域内考虑元素对应于模式中的类和模式中

的各种角色，如果发现选择的设计模式并不合适，返回步骤3，重新进行设计．

步骤4：对选取的模式进行变体，即对模式的原始结构进行修改或扩展，以
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解决具体问题。

5．2图片资料管理系统的设计模式选取

随着扫描仪、数码相机，数码摄像机等品类繁多而操作简易的数码产品的涌

现，以及多媒体的计算机的快速发展，人们把相片或文字、图片资料以数字图像

的形式存储在电脑里。随着时间的推移，数量巨大而且分散的图像资料使得在浏

览和整理相片时十分困难，经常会出现为了找一张图片，而去察看完整个电脑硬

盘中图片的情况。因此，应用设计模式开发出一个图像资料管理系统，能够方便

地对数字图像资料进行有效的管理．

经需求的调研和分析，一个图像资料管理系统应具备以下基本功能。

(1)图片信息的分类管理．

(2)图片信息的录入与相关信息的维护，如将一幅图片录入到系统时，需

要同时保存图片资料的拍摄时间、内容和一些相关信息。

(3)图片信息的输出和索引．

(4)图片信息的安全．如有些图片资料涉及机密或个人隐私等，需要提供

安全保密的功能。

经过分析，本系统使用c撑作为开发语言。c拌语言兼有c++和Java两家之长，

并且微软的．net studio工具也为其提供了一个良好的集成开发环境，使它具有类

似Visual Basic快速开发能力．C撑与Java一样基于虚拟机，具有平台无关性和可

移植性。c群的反射机制和delegate等新特性使得设计者可以设计出更灵活的软件

构架。第三章和第四章的内容也说明了C撑语言在应用设计模式，改善设计质量

方面的能力．

通过对本系统需要应对的变化分析，以及为了在设计中获得更大的灵活性，

提高代码的可靠性、可复用性。在本系统中应用了Abstract Factory模式、Proxy

模式、基于抽象工厂的策略模式、Composite模式和Iterator模式等进行模式的设

计。

5．2．1 Abstract Factory模式

为了解决系统的持久化存储因应用的环境不同而可能发生变化的问题，本系

统选用抽象工厂模式，使得当更换一种存储介质时只要添加几个子类，而不需要

大量修改已有代码，就可以实现，降低了更新的难度和出错的可能性，使系统具

有更大的灵活性。按照设计模式的选取策略，将详细分析此设计模式的选取过程。

1．分析问题与划分问题类型
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图片的存储路径、文件名、拍摄时间、详细描述等信息需要持久化存储。

我们一般采用数据库或者XML文件存储，对于较小的应用也可以采用随机文件，

由自定义系统控制数据的插入、删除等物理操作。如果使用硬编码，即采用什么

存储方式，就在客户端代码中直接使用处理数据操作的对象类。那么一旦系统的

规模发生变化，采用的存储手段也就会发生相应变化，这时需要修改涉及数据存

取操作的所有模块；即使都是采用数据库存储，不同的数据库在实现的细节上也

有区别，数据库的替换也会导致同样的问题。选择一种具体的数据持久化存储方

式。实际上就是创建一个具体的持久化对象，显然应该是属于创建型模式。

2．选择适合的创建型模式

创建型模式包括Factory Method模式，Abstract Factory模式，Prototype

模式，Singleton模式和Builder模式。Singleton模式确保一个类仅有一个实例，

因此可排除该模式。Builder模式的特点是将复杂对象的构建与它的表示分离，

这与本系统持久化存储的需求无关，所以也可以排除．Prototype模式用原型实

例指定创建对象的种类，并且通过拷贝这些原型创建新的对象，一般适用于当一

个类只有几个不同状态的组合，每次建立相应数目的原型并且克隆它们来生成新

的实例，而不是在创建时用合适的状态去实例化的情况：或者实例化的类需要在

运行时指定的情况，这两种情况对本设计而言都不太符合．Factory Method模式

可以提供一个用于创建对象的接口，让子类决定实例化哪一个类。Factory Method

使得一个类的实例化延迟到其子类，一般用于不希望客户知道应该对哪个类进行

实例化的情况。Factory Method在实例化的过程中使用一个方法，这个方法需要

利用外部因素(outside factor)来确定对哪个类进行实例化。当这些外部因素增

加或者子类的数目较多时，会使代码臃肿和复杂，难以维护．因此对于本设计也

不是特别适合．Abstractor Factory模式提供一系列相关或相互依赖对象的接口，

而无需指定它们具体的类，适用于一个系统要由多个产品中的一个来配置．而本

处的需求是要求系统能够在多种持久化存储方式之中选择一种具体的持久化存

储方式，而不需要大量的修改代码。如果把具体的持久化存储方式看作一种。产

品”，选择一种具体的持久化存储方式相当于由多个产品中的一个来配置，这点

与AbstractorFactory模式的意图是相吻合的。因此，AbstractorFactory模式满足

我们设计的要求。

3．规划问题和匹配模式

对数字图片需要进行分类归档，因而需要对目录信息进行管理，即目录的添

加、删除、更新和检索；同样，对数字图片的管理也有添加、删除和检索的操作．

这些操作都是涉及到持久化存储的管理操作．为了防止概念上的混淆，引用UML

关于“操作”和。方法”的定义将这两者的区别开来，方便讨论．一个操作是一
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个服务的规范，并且可以由某个类的一个实例发出对此服务的请求。一个方法是

某个操作的一个实现。一个操作规范了一个类可以完成的某项工作，并且规范了

调用这个服务的接口。不同的持久化存储实现这些操作的方法都不相同，为了可

以方便的实现在不同的持久化方式之间切换而不会造成程序适应性的困难。我们

声明一个用于创建持久化存储类型的接口Creator，它仅提供一个操作，返回一

个具体的持久化“产品”。Creator接口如图5．1所示。

图5-1 Creator接口

每一个具体的持久化产品都应该是一个抽象“产品”类的一个实例，都实现

了上述操作。这个抽象的“产品”类——定位为OataPro∞ss，为上述所有的操

作提供了一个接口，DataProcess接口如图5-2所示．

·‘In蛔—矗ce'’

DataProcess

+^魄f『I鲫懈帆雕Irgco：)Ym吐：曲螂：I：)oolean
+Rernove#emOd：脚：boolean
+“陇妇蛔恤，，，懈hgconTe畦：曲伽∞：1300／∞n
+0酬佃m(枷怕f strln∞：DatavI甘w
+ACoPJlwe(／d：埘肚胜帆曲愀etn'rc,ete％ee：alr／nO,ab'r／rfⅪ：蒯ngeeOeectCt曲伽口：void·Rsmove删j哺：b∞蛔蚋
+∞护蚍f删帕f删：DataVMr

图5-2 DataProccss接口

本系统列举了两种具体的持久化方式，一种使用xml文件存储，一种使用sql

server实现数字图片信息的存储管理，那么分别为这两种存储方式定义两个类，

继承自DataProcess接口，分别命名为XmlDataProcess和SqlDataProcess。通过

为每一种持久化方式提供具体的工厂，XmLDataCreator和SqlDataCreator。在具

体工厂中，返回所选存储方式的实例。其结构图见图5．3。
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l “。黧≯
l+佰ctory^o：DalaProcess

l xmIDatacr。越o。

l
l+住c协峭O：XmlDataProcese

<,(Interface>)

DataProcess

i 2l

I SqlDataProcess
。I
／1+SqlDataProcess0

图5-3抽象工厂结构图

4．完善设计

采用抽象工厂模式实现，有两个方面的问题需要考虑：

(1)是否去掉抽象工厂接口，简化设计

当产品总类比较少，并且实例化一个产品的参数类型是一致的，且代码与

客户端结合的比较紧密，我们可以去掉抽象工厂接口，仅提供一个具体工厂．在

具体工厂中，通过传入的参数(如标记)具体实例化产品．实现的方式如下：
class concreteFactory

{

IProduct createProduct(int flag)／／IProduct是产品类接口，flag为标记

{

switch(flag)

{／／根据标记返回具体的产品

case l：

return new Productl()：

break：

csse l：

return new Product2 0：

break；

／／其他的产品

⋯．} }}



中南大学硕士学位论文 第5章设计模式在软件设计中的应用

这样做虽然，减少了具体工厂的数量，但是却将创建实现的细节暴露给了客

户，并且要求在此“工厂”为所有可能出现的产品编码，尽管在这个系统中并不

会用到该产品类；添加一个新的产品类，要求具有相同的构造函数，并且需要同

时修改具体工厂，造成许多的硬伤。对于本系统，我们采用的做法是保留抽象工

厂，并且为每个产品定义一个工厂方法，一个具体的工厂方法为每个产品重定义

该工厂方法以指定产品。

此模式在本系统的实现的部分代码：
interface Creator

{

DataProcess DataProcessFactory()；llI厂方法

}

class XmlDataCrator：Creator／／一个其体工厂

{

string strY啪IFile；

string strXmlPic：

public XmlDataCrator(string strFile，string strPic)

{

strXmlFile=strFile：

strXmlPic=strPic：

}

public DataProcess DataProcessFactory0

／／重载该工厂方法，返回一个Xml存储方式实例

f

return new XmlDataProcess(strXBIFile。strXmlPic)；

)

}

(2)在实现抽象工厂模式时，Abstract Factory通常为每一种它可以生产的

产品定义一个操作，产品的类别被硬编码在操作结构中。增加一种新的产品要求

改变Abstract Factory的接口以及所有与它相关的类．如果要产品类中增加新的

产品如何解决?

本系统中原本应该存在两个产品，即目录和数字图片信息。但为了简化设计

将两个产品合二为一了。如果项目的需求发生变化，需要存储的信息增加，即需

要加入新的“产品”，怎样避免因新增加新的产品而改变抽象工厂接口以及所有

的具体工厂子类。解决方案之一是给创建对象的操作增加一个参数，该参数指定

被创建的对象的种类。如果是在C．H这类语言中使用此方式要求所有的产品具有

相同的抽象基类，而且存在一个本质的问题：那就是所有的产品将返回类型所给

定的相同的抽象接口返回给客户。客户将不能区分或对一个产品的类别进行安全

的设计M。通过第四章的讨论，利用C#的反射机制我们可以通过一种反射的抽

象工厂的设计模式加以解决。解决方案的示范性代码如下：
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侑单示倒
public classAbstractFactory

{

public IprodllctcreateProduct(siringName)

{

Ip“'dllct MyProduct=null；

try

{

，，i蓖过反射由类型名称，获得要创建的类型信息

Bpc type=Type．Qn卯ea妇ne，缸m)；
／，实例化一个产品

tproduct 2(Iproduct)Activator．Create删type)；
}

catch(TypeLoadException e)

{

，，错误处理

}
return MyProduct；

}

)

5．2．2 Proxy模式

由于一个目录下的图片数日非常多或者像片的容量非常大，一次性加载的时

间会比较长．用户在目录之间切换时将耗费大量的时间。当我们需要使用的对象

很复杂或者需要很长时间去构造，这时就可以使用Proxy模式。例如：如果构建

一个对象很耗费时间和计算机资源，Proxy模式允许我们控制这种情况，直到我

们需要使用实际的对象。一个代理(1'roxy)通常包含和将要使用的对象同样的方

法，一旦开始使用这个对象，这些方法将通过代理(Proxy)传递给实际的对象．一

个简单的图像代理的实现方式如图5．4所示．
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图5-4简单图像砖皿类图

picnlreBoxPro巧类的构造函数接收了一个PictureBox对象。pictllreBoxProxy

类是这个PictureBox对象的代理，并接收了一个大型图像的文件名，这个图像将

根据请求需要加载到内存中．实现的部分代码如下：
class PictureBoxProxy：Control

{

private PictureBox_picturebox；

private Image—image--null：

private string—imageName；

／／构造函数接收被代理的PictureBox对象，imageName是要加载的图像的文件名

public PictureBoxProxy(PictureBox picturebox。string imageName)

{

一imageName=imageName：

_picturebox。picturebox；

}

／／当图像未被加载时，显示替代用的小图片．否则显示加载过的实际图片

public Image Image

{

get

{

if(Iimage—null)

{

return_picturebox．Image；
}

else

return—image；

}

}

public void Load 0
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{

一image=Image．FromFile(__imageName)：
}

／／OnPaint方法始终显示代理对象的Image属性，如果代理的Load方法已经被调用，

／／将会显示实际图片

protected override void OnPaint(PaintEventArgs e)

{

e．Graphics．Draw]mage(Image，0，O)：

1

．}

但是PictureBoxProxy并不是一个良好的设计。首先，对于当前一般处理能力

的计算机，都可以在不到0．1秒的时间类加载一幅全屏幕的大型图像，那么为每

张要显示的图片都这样处理是否有必要?其次，将调用集合的一个子集转发给底

层的一个PicturcBox对象是很危险的。PictureBox类从Control类继承了50多个

属性和30多个方法。作为一个实用的代理，Pictu把BoxProxy对象应该将这些调

用中的绝大多数进行转发．完全转发需要使用过多的方法，而且容易出错。另外

如果Control类及其超类发生变化，那么我们还需要维护这些代码。 r

由于，传统的图像代理模式存在上述的问题。本系统根据需要，对图像代理

模式进行变化，最后的实现的结构图如下：

图5-5变化后的图像代理模式结构图

PictureBoxProxy继承自PictureBox而不是Control，这样避免因转发大量的

方法和属性，需要使用过多的方法，容易出错的缺陷。取消了原代理中的L0ad

方法，而改为将主动加载图片的时机放在PicturcBox的Paint事件，即当该图片

需要显示时才被加载，加载时如果图片较大，将开辟一个新的线程来完成加载，
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主线程先暂时显示一个小的图片，表示正在加载。部分实现的代码如下：
protected override void 0nPaint(PaintEventArgs e)

I

／／e．Graphics．DrawImage(Image，0，0)：

if(this．一image=null)

(／／如果一image----null，则开辟一个线程来加载图片
this．LoadbyThead()：

e．Graphics．DrawString(’Loading!⋯．’。new Font(’Arial’，16)，new
SolidBrush(Color．Black)。new Point(O，O))：

／／在实际实现时被替换成在图片框里写一串文本，这里取决于习惯

／／e．Graphics．DrawImage(-PictureBox．Image，0，0)：

}

else／／已经加载则显示加载后的图片

e．Graphics．Drawlmage(this．一image，o．0)：
}

private void LoadbyThead0

{

Thread t=new Thread(new ThreadStart(LoadImage))：

t．Start 0：

this．InvalidateO：

}

private void LoadImageO

{

this．一image=Image．FromFile(this．FileN稠e)：
}

5．2．3基于抽象工厂的策略模式

有些图片涉及到隐私或者机密，因此在进入图像资料管理系统时需要输入口

令，确保图像信息的安全和保护个人的隐私．不同的加密算法在效率和强度上是

不同的，我们希望系统采用的加密算法是可以在多种加密算法中进行选择，而不

必大量的修改代码，使用Strategy模式可以很好的满足我们的要求。另外使用

Strategy模式时可以在运行时替换加密算法，经常更换加密算法也是提高系统的

安全性能一种方法．对于口令的加密算法的处理，我们可以采用Strategy模式．

加密策略接口PassStrategy包括两个操作，加密操作(Encode)将输入的明文字

符串转换为密文字符串输出，解密操作(Decode)是加密操作的逆操作，将加密

后的密文字符串转换为明文后输出。PassStrategy的类图如图5-6所示。



中南大学硕士学位论文 第5章设计模式在软件设计中的应用

,c,lrlterface>>

Passb-悯e吖

+Encode(strln：袖唧捌：叠晡Ⅺ

+Oecodefsa,／．：曲，瑚：曲蜘

图5-6 PassStrategy接口

具体的加密算法继承并提供这个操作的具体实现。系统中使用的策略模式的

结构图如下：

l SimplePassStrategy

l

I+EnCode(s埘n：strtn∞：void

l+Decode(shin：strin西：sldng

图5—7加密算法的策略模式结构图

从图5—7可以看出，加密策略的具体使用者(Context)聚合一个PassStrategy

接口的实例，加密口令的操作一般发生在登录窗体和密码修改窗体．

直接使用Strategy模式，客户必须了解不同加密策略之间的差异．这将影响

系统的封装性，降低系统的可扩展性和可靠性。我们可以采用第四章提出的基于

抽象工厂的策略模式，将策略的选取封装在一个具体工厂中来实现以解决上述的

问题。图5．8为加密算法基于抽象工厂的策略模式结构图。
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图5-8加密算法基于抽象工厂的策略模式结构图

因为有两处使用了加密策略，为了防止不同的地方加载了不同的加密策略，

加密策略的配置只允许做一次，通过使用Singleton模式我们可以确保一个对象

在系统中只有一个实例。我们将Context实现为一个单件类，其类图如图5-9所

示，程序实现如下：

8inglePass

．irlstaric8：madonIv SinaZePass

+lnstanceO：SinolePass

+Decode(s蚋n：strin∞：void

+Encodo(sldn：string)：void

+SetStrategy(aFactoty SlmpleFacto哟：void

图5-9 SinglePass类图

／／Abstract Factory接口
public interface PassFactory

{

PassStrategy CreatePassStrategy 0：

}

／／SinglePass类的部分代码：
pabl ic class singlePass

I

／／static readonly确保singlePass只初始化一次

static readonly singlePass—instance=new singlePass()

PassStrategy pass：
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public static singlePass Instance 0

{

return—instance；

}

public void setPassStrategy(PassFactory aFactory)

{／／可以在运行时替换策略

this．puss 5 aFactory．CreatePassStrategy 0：

} ／／对封装加密操作，将实际操作转发给pass

public string Encode(string strin)

{

return puss．Encode(strin)；

}

public string Decode(string strin)

{

return pass．Decode(strin)：

}

}

／／Base64PassStrategy实现的部分代码

public class Dese64PassStrategy：PassStrategy

{

public string Encode(string strin)

{

string str；

byte[]byt=System．Text．Encoding．ASCII．GetBytes(strin)

str。System．Convert．ToBase64String(byt)：

return str；

}

public string Decode(string strin)

{

byte[]byt=SysteL Convert．FromBase64String(strin)：

string str=System．Text．Encoding．ASCII．6etString(byt)：

return str；

}

}

public class Base64Factory：PassFactory

{／／负责生／招ase64加密算法的具体工厂
public PassStrategy CreatePassStrategy()

{

return new Base64PassStrategTO：

l

}

艉已置策略的实现的部分代码

public partial class FrmLogin：Form

{／／登陆窗体类
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private singlePass aPass；

public FrmLogin(PassFactory aFactory)

{

aPass=singlePass．Instance0；／／singleton

aPass．setPassStrategy(aFactory．CreatePassStrategy())：／／配置策略

}

5．2．4 Adapter模式

Adapter模式能够将一个类的接13转换成客户希望的另外一个接口，使得原

本由于接口不兼容而不能一起工作的那些类可以一起工作。在此系统中，我们想

使用TreeView控件来显示分类目录。分类目录包含了目录名称、目录id和父节

点id信息，而TreeView的TreeNode本身是不包含这些信息的，不符合实际的

需要．因此，我们可以定义一个Itemlnfo接口，定义TreeNode的一个子类，同

时这个子类实现了Itemlnfo接口．结构如图5．10所示．

图5—10基于适配器模式的分美目录结构图

除了Factory Method模式、Proxy模式、Stategy模式、Adapter模式这些模式

以外。还间接的使用了诸如Command模式、Iterator模式、Composite模式、MVC

模式等。在．NET FCL中，许多框架的实现运用了大量的设计模式，比如有一些

Windows控件是容器控件，可以在它们内部包容其它的容器控件和非容器控件，

像WindowsTreeView这样的控件反映了一种树型结构，这样的控件在．NETFCL

就是用Composim模式实现；在c群中，专门有个IEnumerator接口，它支持在集
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合上进行简单迭代．C拌中的ArrayList类，Stack类，Queue类都继承自这个

IEnumerator接口．对于这些类对象的遍历使用了Iterator模式。在第三章，我们

也通过分析说明了在新的高级程序设计语言中引入了大量的设计模式，在这里再

次得到印证．

5．3本章总结

通过已被实践证明的设计方案表示成设计模式，软件设计人员可以在类似的

上下文中复用以往的设计经验。在面向对象的分析设计环境中，一种模式往往还

代表了一种设计的思想和理念，指导软件设计人员从更高的层次上理解和认识面

向对象技术的内涵。因此，作为软件复用技术的一个有力的支撑，设计模式在现

代软件工程中越来越受到重视。然而由于软件设计人员没有正确把握和理解软件

设计模式，又没有一种有效的方法来指导使用这些设计模式，因此在系统如何灵

活运用设计模式成为一个难题。

本章总结了部分常用设计模式的应用规律，在此基础上，总结以往的软件

设计经验，结合软件工程模型，提出了应用设计模式于软件项目设计的选取策略

模型。最后以图像资料管理系统为实例，说明如何在一个软件项目中选取有效的

设计模式，达到改进设计的目的．
’
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第6章总结与展望

设计模式的分类整理开始于Erich的博士论文，经过Erich等人的收集和整

理，从众多的设计模式中选取了23个设计模式完成‘设计模式——可复用面向

对象软件的基础》一书。经过十多年的发展，已经有100多个模式，范围涉及软

件设计的通用模式，特定领域设计模式如数据库模式等。同时设计模式的分类，

描述等也出现多种方式。这一切都说明设计模式在软件项目开发过程发挥着重要

的作用，人们对设计模式的研究日益重视。

本人所作的工作主要是以下三个方面。

(1)通过比较不同设计模式在不同程序设计语言的实现。得出模式与语言相

辅相成共同促进的结论，指出语言和模式的发展应该将对方考虑进去．

设计模式是对一类设计问题的解决方案的总结，本质上应该独立于程序设计

语言．但是，不同语言的语法各不相同，有独特的优势，也有自己的缺点和不足．

那么，离开具体的语言谈模式的应用是不切实际的。许多书籍或参考文献也都提

到了设计模式与语言的关系，如‘设计模式——可复用面向对象软件的基础>一

书在描述一个模式的示例时，有针对性的讨论C++、Java、Smalltalk这几种语

言实现模式的区别。除了语法与语义的区别，每种语言提供的库、框架、通用环

境和工具等，也会使得实现模式的效果呈现很大的差异。本文比较了Java和c}}

这些新型的高级面向对象程序语言，与C++和Visual Basic这些语言在某个模

式实现上的效果的不同。通过比较Observer模式的Java实现和Visual Basic

的实现方式和效果的不同，可以看到Java提供专门的类库使得该模式可以更方

便地为开发者所使用，降低了实现难度，而Visual Basic语言由于自身语言先

天性的不足，在实现此模式时存在一些硬伤．例如由于没有类继承机制，如果想

对被观察者进行扩充，就需要直接修改或者新建一个模块，重新实现被观察者的

接口，丧失了部分灵活性；通过比较C++、Visual Basic、C#这三种语言的实现

差异，我们看到c#语言提出全新的类修饰符readonly，使得Singleton模式的

实现更加的简单和安全。新型面向对象程序语言的发展使得设计模型实现变得简

单、可靠、高效，另外设计模式的引入也丰富了语言的实现手段，使得语言更加

强大，在具体的设计时可以更多解放设计人员，让他们更多的去关注业务而不是

代码，由此可以断言程序设计语言和模式的发展将是相辅相成、互相促进的。语

言的发展将使得模式的实现变得更简单，并且可以有效的避免原有缺陷，而模式

的发展将使语言更加丰富和灵活。

(2)在第章分析了Visitor模式、Observer模式和Strategy模式的不足
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之处并对它们进行改进．

传统的设计模式Visitor模式存在两个缺陷：1．集合中的对象元素的类型

必须保持稳定，如果新增一种对象元素，势必引起大量的修改和重新编译。2．

具体的Visitor子类必须实现访问所有元素的接口函数。解决上述缺陷可以利

用c#和JAVA等语言的反射机制。通过反射机制，在运行时获得对象的类型，从

而避免出现抽象依赖于具体的情况，同时使得可以将不同用途的接口函数放入不

同的接口类中。这样降低了各个类之间的耦合度，增强了设计的灵活性。我们还

可以利用反射机制对抽象工厂、工厂方法、策略模式等模式进行改进。改进后一

个直接的好处是，可以在运行时替换一个算法或一个产品而无需修改任何代码．

利用．NET的委托机制可以改进Observer模式的实现，通过将更新的方法委托给

目标对象来实现更新通知，从而可以去掉observer类的抽象接口．这样做，增加

了系统的灵活性。利用委托机制可以轻松实现Template Method模式、Mediator

模式等。分析策略模式，我们知道它可以实现单一算法的灵活的扩展或选择，但

如果存在一组相关的算法，需要在运行时选择，实现时仍然要修改大量代码。本

文结合Abstract Factory模式提出一种改进的Strategy模式——基于抽象工厂

的策略模式，较好的解决了此类问题。

(3)提出一个设计模式的选取策略，并一个实际的软件项目中应用此模型

解决设计模式的选取问题。

在软件项目中使用设计模式可以增强系统的可重用性，有效的应对变化。但

是灵活正确的运用设计模式仍然是一个摆在开发人员面前的一个难题。本文在总

结他人和自己设计模式应用经验的基础上，得出每种模式适合的应用场景，并提

出了一个模式选取的模型，并且利用此模型较好的解决了“图像资料管理系统”

中模式选取的问题。但是，在模式选取策略时，在做模型匹配时的决策过多依赖

于设计者的经验，而不能一种可以度量的公式化操作．使得策略在执行时仍然会

因人而异无法保证获得最佳选择。对设计模式的形式化表示的研究也许可以解决

上述问题．设计模式的形式化表示为软件设计人员的模式自动获取提供了依据，

特别是在结合了设计模式的形式化描述和规范匹配基础上研究设计模式的自动

化获取，对推动模式的应用具有重大意义。模式的自动获取建立在需求和设计均

需形式化描述的基础上，这对于大多数非形式化描述的软件并不适用。将设计模

式的自动化获取与经验模式选取相结合，才能真正推动模式的广泛应用。这将是

我的下一步研究方向．
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